**Chirag H M-6373750(superset id)**

**Exercise 2: E-commerce Platform Search Function**

**Scenario:**

You are working on the search functionality of an e-commerce platform. The search needs to be optimized for fast performance.

**Steps:**

1. **Understand Asymptotic Notation:**
   * Explain Big O notation and how it helps in analyzing algorithms.
   * Describe the best, average, and worst-case scenarios for search operations.
2. **Setup:**
   * Create a class **Product** with attributes for searching, such as **productId, productName**, and **category**.
3. **Implementation:**
   * Implement linear search and binary search algorithms.
   * Store products in an array for linear search and a sorted array for binary search.
4. **Analysis:**
   * Compare the time complexity of linear and binary search algorithms.
   * Discuss which algorithm is more suitable for your platform and why.

**Solution:**

**What is Big O Notation?**

* **Big O Notation** describes the **upper bound of an algorithm's running time** as the input size grows.
* It helps estimate how scalable and efficient an algorithm is.

| **Notation** | **Meaning** | **Example** |
| --- | --- | --- |
| O(1) | Constant time | Accessing an array element |
| O(n) | Linear time | Linear search |
| O(log n) | Logarithmic time | Binary search |
| O(n²) | Quadratic time | Bubble sort |

**Best, Average, and Worst Cases**

| **Scenario** | **Linear Search** | **Binary Search** |
| --- | --- | --- |
| **Best Case** | O(1) – First element match | O(1) – Middle element match |
| **Average Case** | O(n/2) → O(n) | O(log n) |
| **Worst Case** | O(n) – Last or not found | O(log n) |

Binary search is **much faster**, but only works on **sorted arrays**.

Product.java

package searchFunction;

public class Product {

int productId;

String productName;

String category;

public Product(int productId, String productName, String category) {

this.productId = productId;

this.productName = productName;

this.category = category;

}

*@Override*

public String toString() {

return productId + " - " + productName + " (" + category + ")";

}

}

ProductSearch.java

package searchFunction;

import java.util.Arrays;

import java.util.Comparator;

public class ProductSearch {

// Linear Search

public static Product linearSearch(Product[] products, int targetId) {

for (Product product : products) {

if (product.productId == targetId) {

return product;

}

}

return null;

}

// Binary Search

public static Product binarySearch(Product[] products, int targetId) {

int left = 0, right = products.length - 1;

while (left <= right) {

int mid = left + (right - left) / 2;

if (products[mid].productId == targetId) {

return products[mid];

} else if (products[mid].productId < targetId) {

left = mid + 1;

} else {

right = mid - 1;

}

}

return null;

}

// Helper: Sort products by productId for binary search

public static void sortByProductId(Product[] products) {

Arrays.*sort*(products, Comparator.*comparingInt*(p -> p.productId));

}

}

Main.java

package searchFunction;

public class Main {

public static void main(String[] args) {

Product[] products = {

new Product(105, "Laptop", "Electronics"),

new Product(101, "Shoes", "Footwear"),

new Product(110, "Mobile", "Electronics"),

new Product(103, "Book", "Education"),

};

System.***out***.println("Linear Search:");

Product result1 = ProductSearch.*linearSearch*(products, 110);

System.***out***.println(result1 != null ? result1 : "Product not found");

System.***out***.println("\nBinary Search:");

ProductSearch.*sortByProductId*(products); // Sort before binary search

Product result2 = ProductSearch.*binarySearch*(products, 110);

System.***out***.println(result2 != null ? result2 : "Product not found");

}

}

Output:
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**Time Complexity**

| **Algorithm** | **Time Complexity** | **Sorted Needed** |
| --- | --- | --- |
| Linear Search | O(n) | No |
| Binary Search | O(log n) | Yes |

**Which One to Use?**

* Use **Linear Search**:
  + When the list is small
  + When data is **unsorted** and one-time or rare search is enough
* Use **Binary Search**:
  + When the list is **large** and frequently searched
  + Sorting once is acceptable for improved speed

For an **e-commerce platform**, where users search frequently, **binary search on sorted data or use of indexing structures** (like hash maps or trees) is **more efficient**.

**Exercise 7: Financial Forecasting**

**Scenario:**

You are developing a financial forecasting tool that predicts future values based on past data.

**Steps:**

1. **Understand Recursive Algorithms:**
   * Explain the concept of recursion and how it can simplify certain problems.
2. **Setup:**
   * Create a method to calculate the future value using a recursive approach.
3. **Implementation:**
   * Implement a recursive algorithm to predict future values based on past growth rates.
4. **Analysis:**
   * Discuss the time complexity of your recursive algorithm.
   * Explain how to optimize the recursive solution to avoid excessive computation.

Solution:

**Recursion** is a method where a function **calls itself** to solve smaller instances of a problem.

**Example:**

int factorial(int n) {

if (n == 0) return 1;

return n \* factorial(n - 1);

}

**When is recursion useful?**

* When a problem can be broken into **smaller identical subproblems**
* Examples: factorials, Fibonacci, tree traversals, forecasting

To calculate future value:

FV=PV×(1+r)nFV = PV \times (1 + r)^nFV=PV×(1+r)n

Where:

* **FV** = Future Value
* **PV** = Present Value
* **r** = Growth rate (e.g., 0.05 for 5%)
* **n** = Number of periods (years, months, etc.)

FinancialForecast.java

package financialForecast;

public class FinancialForecast {

// Recursive method to calculate future value

public static double futureValue(double presentValue, double rate, int periods) {

if (periods == 0) {

return presentValue;

}

return (1 + rate) \* *futureValue*(presentValue, rate, periods - 1);

}

}

Main.java

package financialForecast;

public class Main {

public static void main(String[] args) {

double presentValue = 10000.0; // Starting amount

double growthRate = 0.05; // 5% growth

int years = 5;

double result = FinancialForecast.*futureValue*(presentValue, growthRate, years);

System.***out***.printf("Future Value after %d years = %.2f\n", years, result);

}

}

Output:

![](data:image/png;base64,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)

Time Complexity:

futureValue(pv, r, n) → O(n)

For larger n, recursion may be inefficient due to:

* **Stack overflow**
* **Repeated computations**

### Iterative Alternative (more efficient):

public static double futureValueIterative(double presentValue, double rate, int periods) {

double result = presentValue;

for (int i = 0; i < periods; i++) {

result \*= (1 + rate);

}

return result;

}

### Time complexity is still **O(n)**, but **memory-efficient** (no recursion stack)